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The world of mobile technologies is one of the fiercest competitive markets ever. In the 

quest to stand out from the pack, a lot of device manufacturers make software modifications, both 

big and small. But there are also users who want to improve the experience on their own and create 

an aftermarket operating system… for mobile devices. 

In this article I’ll describe some development stages of our latest translation platform and 

how did we end up being there. 

To start off, let’s describe what is CyanogenMod in general. 

In short, this is a modification of Google Android OS, similar to what vendors do, but in a 

different way. What most manufacturers’ software is missing is the ability to customize little details 

on how it looks, feels and acts. This is what CyanogenMod’s version is about — making the device 

work exactly the way you want it to. Not just that, we also do care about your privacy, bringing 

Secure Messaging — a transparent SMS encryption that works within all CyanogenMod users, and 

Privacy Guard — a protected sandbox for apps you don’t trust very much. 

Last but best, CM is open to new contributions. That means you can submit your own idea, 

fix, improvement, or anything else you feel should be there. Looking ahead, we have over 3000 

contributors that improve the project in many different ways. 

With all this in mind, how many people are there who actually use our software? 
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To answer this question, there is a statistics feature built into CyanogenMod that sends a 

“check-in” to our servers when device turns on. 

 

Fig. 1. Installation statistics 

 

So we have almost 12 million active users. Plus, there are also a lot of people who don’t go 

online very often but still use CyanogenMod. Our “total downloads” counter shows over 45 million 

downloads. 

These people are from different countries, so we should make CM “speak” other languages 

too. That’s why we started the translation project. 

 

Understanding the structure 

Since Android is modular, we have different parts that needs our attention. 

 

Fig. 2. Directory structure of translatable parts 
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I’ll describe three “fundamental” parts of them, namely, “device”, “frameworks”, and 

“packages”. 

First off, let’s take “frameworks” directory. Aside from a lot of “non-interface-related” parts, 

there is a “base framework” package. This is the thing that forms the whole Android interface, 

everything you can see on the screen. While it may look like this is the biggest part to translate, it’s 

not. We didn’t start translation from scratch (after all, it’s Google’s OS), so compared to other parts 

there’s not very much to translate — the only concern is that the text left untranslated will be seen 

throughout the whole OS. 

What’s a lot bigger in size is “packages” directory — a place where all applications shipped 

with the OS are located, like Messaging, Settings, Phone, Email, Camera, and everything else that is 

on “out of the box” device. 

 

 

Fig. 3. Distribution of CM-added translatable text 

 

As for “device” directory, it contains device-specific or manufacturer-specific additions or 

extensions. This is something that shouldn’t be on every device, but needed for, let’s say, ASUS-

made keyboard dock or color calibration on a Samsung device. 

So what does interface translation consist of? 

All Android projects’ structure can be divided in two parts. That’s “source”, containing all 

the Java source code, and “resources”, containing images, XML-structured menu data, and strings, 

also XML-structured. The latter is what makes the whole interface (application, or the whole 

framework) translated into different language. 
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Fig.4. XML-structured interface strings 

 

Specifically, we need to have similar files, with same string IDs, but containing our 

translations. It sounds simple, but there are many things that should be kept in mind before doing 

this. 

 

 

Problems of an interface translation 

By looking at these lines of a XML code, you almost can't tell where they are used, is there a 

lenght limit, or how does it look among other elements. 

So the first problem with interface translation is that translators work "blindfold" with the 

product. When doing a literature, or a document translation, you can always take a look at the text 

and see if the overall style is fine. This is not the case here, because strings can be used (and re-

used) in different places of an application. 

The second problem comes from the fact that there is a wide variety of different devices with 

different screen sizes. Hence, translated text that looks fine on a tablet, could be cut off on a small 

phone's display, leaving user wonder what did we mean. 

Third one is more a recommendation than a problem. We absolutely should comply with 

typographic rules that apply to printed books. This includes using proper quotation marks, “en”- and 

“em” dashes, etc. Often, this requires a bit of work, but the result is rather pleasant to the eye. 

 

How did we do translations 

When the whole CyanogenMod thing started, we didn’t think about translations in first 

place. 

That’s why we decided to accept translations using the same system we’re using for code 

submissions, Gerrit — a web-based application that enables discussions on “pending” patches, 

doing code review and other things like that. While this works fairly well for code, it doesn’t really 

work for translations, mainly because of its requirements for translators. People who did translations 

were forced to install Linux on the computer, download all Android source code, which is about 40 
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GBytes in size, and learn how to use all these things. This is rather tough for not very tech-savvy 

persons. Most terrible thing was review process taking a lot of time, sometimes lasting for months. 

There just should be a better way to organize the process. 

 

It’s time to move on 

We started with the goal of simplifying the translation process for new people. To eliminate 

the problems translators are having, our new system should be cloud-based, i.e. available from any 

Internet connected device, and have an automatic import feature so no one would be forced to wait 

until the new translation is approved. 

All in all, this comes to a technique called Continuous Localization. Similar to Continuous 

Integration systems that pulls new code, checks it against common failures and notifies the crew if 

anything’s wrong, Continuous Localization allows translators to be notified when new translation is 

required. This makes the whole process a lot faster, removing the need to have complete sources on 

the computer and making a more “international-friendly” release. 

The choice of cloud-based translation services is not very rich, so we decided to start with 

Transifex platform. 

Although Transifex is relatively easy to configure, it has a huge amount of bugs with 

complex XML constructions and attributes. We’ve been trying to work around them for a couple of 

months but finally gave up. We realized we should try something else. 

Luckily, there’s another translation platform, Crowdin, which is maintained by a small 

company from Ukraine, hence, being a lot more helpful with issues we had initially. 

So what are main benefits of Crowdin in place of using Transifex? 

Almost no workarounds were required for the system to work properly, plus we also got 

features we could only dream about before. 

One of these features is screenshot tagging functionality that completely removes the 

problem of translators working “blindfold”. This feature allows us, project maintainers, to upload 

screenshots and tag where the string for translation is exactly located. That way, translators will 

always know what exactly is being translated. 
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Fig. 5. Crowdin Screenshot tagging feature 

 

Submitting translations also got a lot easier with Machine pre-translation. This is a feature 

that shows translation suggestions from different machine translation engines. 

 

 

Fig. 6. Crowdin Machine pre-translation feature 

 

Sometimes, machine translation is actually correct, so the phrase is just a click away from 

being translated. Also, all translations are automatically saved into a database called “Translation 
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Memory”. That way, translating the phrase in one project means that same phrases will be 

automatically translated in others. 

 

Now, how to make a proofreader’s life easier? 

Simple enough, our new translation platform allows translators to upvote or downvote 

translation suggestions, thus, rearranging the list and moving the most correct suggestion to the top 

of the list. 

From the dedicated interface, a person with Proofreader authority can mark translation as 

“reviewed”, making it go into the next build of CyanogenMod, remove translation if it’s wrong, or 

submit own suggestion. 

 

 

Fig. 7. Crowdin Proofreader interface 

 

 

Availability and conclusion 

Finally, let’s give an overview on what our release scheme looks like. 
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Fig. 8. CyanogenMod release scheme 

 

To prevent stability issues, all translation platform changes have been incorporated into CM 

nightlies starting from April 3rd. These changes will also go into “M”, “RC”, and “S” builds. 

Updates are being pushed to all devices running CyanogenMod 11. 

Overall, we've come a long way, from not thinking about translations at all to a point where 

we have an open translation platform that is reliable and easy to use. 
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